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Abstract
Current article describes the way cheaters used look-ahead cheating method to receive advantage over other players. Among that, the article contains information about lock-step protocol, how can the above problem can be solved with it, disadvantages the protocol has and how to avoid them with asynchronous lockstep protocol. Lack of scientific based information forced author to use all the available resources to collect all the details that were necessary for the report however, current article focused on research papers written by scientists and other resources were used just for better understanding the protocol. All the articles that were used during the research mentioned in the Reference section.

1 Introduction
To understand the main idea of lock-step protocol first, we have to try to understand for what purpose it was created. Nowadays, we have a huge variety of different games we can play online when we have some free time with our friends, which is great. However, many of games demand from a player dozens of hours in front of the computer, nice reaction, analytical skills or just rely on randomness; that is why some people started searching for bugs to find the way around long gaming process to save the time and gain more in-game artefacts. In fact, it is possible to find some cheats almost to all modern games and it doesn’t really matter if it is a single-player game, where you have to play a story mode, or multiplayer, where you are dropped directly into the action. The cheats might be based on in-game bags or interacting with server. Today, we will consider look-ahead cheating witch is based on fooling the server by giving it the wrong information.

2 Look-ahead cheating
As we figured out from above, cheating is an activity that modifies the game experience to give the player some advantages over the players that are playing in a “fair” game. In case of look-ahead cheating the cheating client receives his/hers unfair advantage by delaying his/hers actions to see other player actions before own one(action). Basically, current cheating occurs within peer-to-peer multiplayer architecture. Current cheating method is difficult for detection as it makes think that user is suffering from high latency. In other
words, the outgoing packet is changing by attaching a new or editing the current time which helps to wrap around the finger other players makes them think that the answer has been sent at the correct time but arrived with a delay. The solution for this is lock-step protocol.

3 Example of Look-ahead cheating
The most common and basic example of the look-ahead cheat is Rock-Paper-Scissors game. Imagine that we are playing this funny game with our friend. We and our friend have equal chances to win or to lose. However, let’s try imagine that we would know what our friend would do. In that case we can reach 100% win rate.

From the above figures, where p = player, t = latency time when player makes a move, we can see the example of two games: fair (fig.1) and not-fair (fig.2). Let’s assume that the latency of the first player are 5 points and the difference in latency between players are also 5. (1) If they play in a fair game - then the first player can be sure that the second player will make a move before he/she receives the result move of the first player. (2) However, if the latency of the first player equal to 5 points and the latency of the second player equal to 3 points but he/she makes to believe that the latency p2 > p1 by 5, then we would see a nice example of a look-ahead cheat that allows the second player to receive the move of the first player and make a decision to win in a game.
4 Lockstep
And here we are, finally reached the chapter that describes the solution to the look-ahead cheating. Now, when we understood the problem we might go further and think about the solution to the following questions: how to fight with the above problem; how to detect a player who uses that kind of cheat to win the game?

To counter the cheating problem developers started to use different approaches and techniques and the most useful one was lockstep protocol. But what kind of technology is that and how does it work? Usually, when we are thinking about games and have they work, we imagine a Client-Server Model as it is the one that most of the games use nowadays. However our case works a bit different. This protocol based on peer-to-peer and prevent the look-ahead cheat using synchronization of peer's actions, called lockstep synchronization. For example, if we want to move the character or make any other action, in authoritative model all the simulations will be on the server side. The client will send the request to the server with the information about where the character should move or what action has to be done. After that, the server would process the request and start to make changes that we have required. Additionally, the server will send the information about the new action to all the clients so all the players would have the most updated information. In fact, this must be done to all the characters in the game as in real-time strategy, for example, we have hundreds of units we have to move.

On the other hand, in a lockstep, once player has decide to move the unit, that action communicated to every client. After that, every client will perform path finding and update the characters position. Only the first communication will need to be sent over the internet as every client will have their own physics simulation and can update the characters position themselves.

From the above information we can assume that in lockstep network model every client runs the entire game simulation. The main advantage of the current model is that it reduces the amount of information that needs to be sent over the wire. Shortly, only unset inputs need to be sent to each other.

To better understand the protocol we can look at Jouni and Hakonen protocol representation in their article; pseudocode for a lockstep protocol you can see below. Based on pseudocode, let's try to figure out what is going on. As we can see, lock-step protocol solves the problem by requiring all players to announce their commitments first. After every players receive the commitments they show everyone their real move. This real move is comparing to the initial commitment to ensure that the commitment is indeed the sent action. The important are the two rules all the commitments must follow:

1. they cannot be used to infer the action;
2. they should be easy to compare whether an action corresponds with a commitment.
Although, current method is works good in turn-based games and players will not be able to notice anything, it is pretty bad in real-time games as the teleport/significant speed increasing effects occurs.

What can help in this situation is asynchronous lockstep protocol. The idea of it is very simple. The player is allowed to move asynchronously from different players, however, when the interaction is necessary they fall into the lock-step mode. This specific mode basically represents the sphere of influence of every player. In other words, until the players are not interacting their decisions will not have any effect on other players.

5 Protocol disadvantages
Although, the protocol is very powerful and nice constructed it has two main significant disadvantages that force developers not to use lockstep in their games:

a. Each client must run their simulation in synchronization with each other. That, in fact, means that every single simulation must update the exact same number of times and in the exact same order for each action. Otherwise, the client might get ahead or behind of the other players. Moreover, in that case when a new command is sent the path would be different for those players that are ahead/behind. All of these may cause

\[ \text{LOCKSTEP}(a_p, P) \]
\[ \text{in: action } a_p \text{ of the local player } p; \text{ set of remote players } P \]
\[ \text{out: set of players’ actions } A \]
\[ \text{local: commitment } c; \text{ action } a; \text{ set of commitments } C \]
1. \( c \leftarrow \text{Hash}(a_p) \)
2. \( \text{SEND-ALL}(P, c) \quad \triangleright \text{Announce commitment to other players.} \)
3. \( C \leftarrow \{c\} \)
4. \( C \leftarrow C \cup \text{RECEIVE-ALL}(P) \quad \triangleright \text{Get other players’ commitments.} \)
5. \( \text{Synchronize}(P) \quad \triangleright \text{Wait until everyone is ready.} \)
6. \( \text{SEND-ALL}(P, a_p) \quad \triangleright \text{Announce the action.} \)
7. \( A \leftarrow \{a_p\} \)
8. \( A \leftarrow A \cup \text{RECEIVE-ALL}(P) \quad \triangleright \text{Get other players’ actions.} \)
9. \[ \text{for all } a \in A \text{ do} \]
10. \[ \text{find } c \in C \text{ for which } \text{sender}(c) = \text{sender}(a) \]
11. \[ \text{if } c \neq \text{Hash}(a) \text{ then } \quad \triangleright \text{Are commitment and action different?} \]
12. \[ \text{error} \text{ action } a \text{ does not comply with commitment } c \]
13. \[ \text{end if} \]
14. \[ \text{end for} \]
15. \[ \text{return } A \]
that every client would play a different game.

b. Another issue is determinism across different machines and platforms. In other words, even a small, tiny difference in calculations might be a reason for butterfly effects which lead to very different games.

6 Future
Although, the protocol was widely used, right now we can say that it is no longer that popular how it was several years ago. Nowadays, almost all games use the new standard - Client-Server network model. Basically, lockstep was widely used because of network bandwidth was very low. However, right now the situation is different and network bandwidth is no longer that bad. Nevertheless, the main reason why developers no longer want to work with the technology is that desynchronizations are very common when using lockstep and every little issue may lead to game breaking desynchronization.

Below, you can find a very short list of popular games that used the protocol and what is used right now by the new versions of these games:

<table>
<thead>
<tr>
<th>Supreme Commander 1</th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Lockstep</strong></td>
<td></td>
</tr>
</tbody>
</table>

7 Conclusion
The lockstep protocol was the best technique to prevent the look ahead cheating, although it is not the best solution in all cases. Game types like shooters or other games where action occurs in real time and players are forced to interact with each other all the time would work horrible with the described protocol. Moreover, nowadays there are nicer techniques without that strong disadvantages.
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